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Abstract

In this work, we investigate the generalization capabilities of deep neural networks. We
introduce a measure of the effective depth of neural networks, defined as the first layer at
which sample embeddings are separable using the nearest-class center classifier. Our em-
pirical results demonstrate that, in standard classification settings, neural networks trained
using Stochastic Gradient Descent tend to have small effective depths. We also explore the
relationship between effective depth, the complexity of the training dataset, and generaliza-
tion. For instance, we find that the effective depth of a trained neural network increases as
the number of random labels in the data increases. Additionally, we derive a generalization
bound by comparing the effective depth of a network with the minimal depth required to fit
the same dataset with partially corrupted labels. This bound provides non-vacuous predic-
tions of test performance and is found to be independent of the actual depth of the network
in our experiments.

1 Introduction

Deep learning systems have steadily advanced the state of the art in a wide range of benchmarks, demon-
strating impressive performance in tasks ranging from image classification (Taigman et al., |2014; Zhai et al.,
2021)), language processing (Devlin et al., |2019; Brown et al., [2020)), open-ended environments (Silver et al.,
2016; |Arulkumaran et al., [2019)), to coding (Chen et al., 2021)).

Recent research suggests that deep neural networks are able to generalize well to new data because they have
a large number of parameters relative to the number of training samples (Belkin et al.l 2018; Belkinl |2021;
Advani & Saxe), 2017} |Belkin et all [2019). However, it has been shown that in these cases deep learning
models can also precisely interpolate arbitrary training labels (Zhang et all |2017)), a phenomenon known
as the “interpolation regime.” Understanding how deep learning models learn through interpolation is an
important step towards a more comprehensive theoretical understanding of their successes.

Traditional generalization bounds (Vapnik, [1998; |Shalev-Shwartz & Ben-David, 2014 Mohri et al., 2012}
Bartlett & Mendelson) |2003) are based on uniform convergence and are used to control the worst-case gener-
alization gap (the difference between train and test errors) over a set of predictors that includes the outputs
of a learning algorithm. However, the applicability of these bounds to certain interpolation learning regimes
has been called into question by [Nagarajan & Kolter| (2019)), who described theoretical scenarios where an
interpolation learning algorithm generalizes well but a uniform convergence bound cannot detect this. Sub-
sequent research by Bartlett & Long| (2021); Zhou et al.| (2020)); Negrea et al.| (2020)); Yang et al.| (2021)) has
also demonstrated the limitations of uniform convergence in various interpolation learning situations.

Contributions. In this paper, we present a novel approach for measuring generalization in deep learning
that does not rely on uniform convergence bounds. Instead, our bound suggests that a model will perform
well at test time if its complexity is small compared to the complexity of a network required to fit the same
dataset with partially random labels. In other words, even if a trained network has a complexity greater
than the number of training samples, it may still be less complex than a model that fits partially random
labels. As a result, in such cases, our bound may provide a non-trivial estimate of the test error.
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Dataset MNIST Fashion MNIST CIFARI10 CIFARI10
Architecture CONV-L-50 CONV-L-100 CONV-L-100 CONVRES-L-50
Depth (L) 10 12 15 10 12 5 16 18 20 10 12 5
Test error 0.0075 0.0074 0.0074 0.0996 0.0996 0.0996 0.2659 0.2653 0.2648 | 0.2903 0.2862 0.2804
» 0.1 0.1 0.1 0.2 0.2 0.2 0.4 0.4 0.4 0.4 0.4 0.4
Our bound 0.1 0.1 0.1 0.2 0.2 0.2 0.66 0.66 0.53 0.4 0.4 0.4
L1 (Bartlett & Mendelson|[2003] | 8.91Te+14  174e+17  2.13e+22 | 3.613e+17  9.145e+18  4.088e+22 | 10766423  6.6820+28  2.758¢+35
Lyis (Neyshabur et al.|[2015] | 5.462¢405  1.6e+06  1.308¢+06 | 7.523¢+07 6.997c+07  2.636e+08 | 4.633c+08 2275409  5.061e+09
Frobenius (Neyshabur et al 1848e+06  8.194c4+06  2.216e-+07 | 2.486e+08 2.335e+08  1.585e+09 | 1.967e+09  1442e+10  3.038e+11
Spec Ly { 2861e+05 64120405  9.566e4+05 | 47060406  3.516e+06  3.176e+06 | 1.19e+07  1.449e+08  1.272e+10
Spec Frob (Neyshabur et al.||2019} | 3.948e403  1.1199e+04  1.538e404 | 4.0229¢e+04 2.884e+04 2.543e4+04 | 9.4833e+04 1.011e+06 1.033e+08

Table 1: Comparing our bound with baseline bounds in the literature for networks of varying
depths. Our error bound is reported in the fourth row, and the baseline bounds are reported in the bottom
rectangle. While the test error is universally bounded by 1, the baseline bounds are much larger than 1, and
therefore, are meaningless. In contrast, our bound achieves relatively tight estimations of the test
error and unlike the baseline bounds, our bound is fairly unaffected by the network’s depth.

To formally describe our notion of complexity, we use the concept of nearest class-center (NCC) separability.
This property states that the feature embeddings associated with training samples belonging to the same
class can be separated using the nearest class-center decision rule. While earlier research (Papyan et al.,|2020)
found that NCC separability occurs at the penultimate layer of trained networks, more recent research (Ben-
[Shaul & Dekel, [2022)) has discovered NCC separability in intermediate layers as well. In this work, we
introduce the concept of “effective depth” in neural networks, which refers to the lowest layer at which the
features are NCC separable (see Sec. .

We have made several key observations about effective depths. First, we have found that the effective depth
of trained networks increases as the amount of random labels in the data increases. Second, when training
deep networks, we have observed that they tend to converge to an effective depth Lg, regardless of their actual
depth L. This means that the feature embeddings of layers above Lg tend to be NCC separable. In addition,
we have shown in Tab. [] that our bound on generalization is empirical, non-vacuous, and independent of
depth, unlike traditional bounds. In Section [3.3] we further discuss the limitations of modern norm-based
generalization bounds (e.g., Neyshabur et al|(2015); Bartlett et al.| (2017);|Golowich et al.| (2017)); Neyshabur|
), along with the key distinctions between these bounds and the proposed bound.

1.1 Additional Related Work

There has been significant research on the geometrical properties of intermediate layers in deep neural
networks, such as clustering and separability (Papyan| 2020; [Tirer & Brunal 2022; |Galanti et all, 2022
Ben-Shaul & Dekell, 2022}, [Cohen et all 2018; [Alain & Bengiol, [2017; [Montavon et all, [2011}; [Papyan et al.
2017; Ben-Shaul & Dekel, 2021; Shwartz-Ziv & Tishby, 2017). While previous studies have analyzed these
properties theoretically (Zhu et al.,2021; Rangamani et al., 2022; Lu & Steinerberger} 2020; Fang et al., [2021}
[Ergen & Pilanci [2021)), their specific role in deep learning and potential relationship with generalization
are not yet fully understood. We focus on the question of whether these properties are good indicator
of generalization. In contrast, previous research (Zhu et all 2021) has shown that such properties may
occur even when training a network with random labels, suggesting that they may not directly indicate
generalization. In this paper, we argue that effective depth can be used to measure the complexity of fitting
a dataset, and show how this idea can help us predict test performance.

2 Problem Setup

In this section, we explain the learning setting used in our theory and experiments. We focus on the task of
training a model for standard multi-class classification. Specifically, we consider a distribution P over samples
(z,y) where = belongs to the instance space X, and y belongs to the label space V¢ with a cardinality of C.
To simplify, we use one-hot encoding for the label space, where labels are represented by unit vectors in R,
and Yo = {e. | c=1,...,C} and e, is the cth standard unit vector in R“. We also use the notation y = ¢
instead of y = e.. The class conditional distribution of x given y = ¢ is denoted as P.(-) :=Plz € - | y = ¢].
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A classifier hyy : X — R assigns a soft label to an input point € X, and its performance on the distribution
P is measured by the expected risk

LP(hW) = E(z,y(r))wP[é(hW(x)v y(x))L
where £ : R® x Yo — [0,00) is a non-negative loss function (e.g., Lo or cross-entropy losses).

We typically do not have direct access to the full population distribution P. Therefore, we generally aim to
learn a classifier, h, using some balanced training data S := {(z;,v:)}7, = U1 Se = UL {Zei, Yei 10 ~
Pp(m) of m = C - mg samples consisting mg independent and identically distributed (i.i.d.) samples drawn
from P, for each ¢ € [C]. Specifically, we intend to find W that minimizes the regularized empirical risk

m

L) = 3 Uk (), ) + XW3 1)
i=1

where the regularization controls the complexity of the function hy, and typically helps reducing over-
fitting. Finally, the performance of the trained model is evaluated using the train and test error rates;
errg(hw) = L 3" Tlargmax, hw (z;)c # yi] and errp(hw) = E(, y)~p[llarg max, hw (z). # y]], where
I: {True, False} — {0, 1} the indicator function.

Neural networks. In this work, the classifier hyy is a neural network composed of a set of parametric
layers. It is written as hy := ew, o fVLVf i= ew, ° iy, © - © giy,, where giy, are parametric functions that
map from RP: to RPi+1, and ey, is a linear function that maps from RPZ+! to RC. These layers can be
standard linear or convolutional layers (with ReLU activations) or a residual block. To simplify notation,
we denote f; :=g?o---0g' and h := hyy. The specific architectures used in the experiments are described

Appendix

Optimization. We optimize our models by minimizing the regularized empirical risk Lg(h) using Stochas-
tic Gradient Descent (SGD) for a certain number of iterations T' with a regularization coefficient A > 0. To
do this, we initialize the weights Wy = 7 of h with a standard initialization procedure and at each iteration,
update Wiy < Wy — s Vw Lg(he), where py > 0 is the learning rate at the t-th iteration, and S cSis
a subset of size B selected uniformly at random. Throughout the paper, we denote by hY, the output of
the learning algorithm starting from initialization W, = 7. When + is not relevant or is obvious from the
context, we will simply write hl = hg = eg o fs.

3 Neural Collapse and Generalization

In this section, we examine the theoretical connection between neural collapse and generalization. We begin
by defining neural collapse, NCC separability, and effective depth of neural networks. We then explore how
these concepts relate to the test-time performance of neural networks.

3.1 Nearest Class-Center Separability

Neural collapse (Papyan et al. |2020)) identifies training dynamics of deep networks for standard classification
tasks, in which the features of the penultimate layer associated with training samples belonging to the same
class tend to concentrate around their class-means. This includes (NC1) class-features variability collapse,
(NC2) the class means of the embeddings collapse to the vertices of a simplex equiangular tight frame, (NC3)
the last-layer classifiers collapse to the class means up to scaling and (NC4) the classifier’s decision collapses
to simply choosing whichever class has the closest train class mean, while maintaining a zero classification
error.

In this paper we focus on a weak form of NC4 we call “nearest class-center separability” (NCC separability).
Formally, suppose we have a dataset S = US| S, of samples and a mapping f : R? — RP, the features of f
are NCC separable (w.r.t. S) if for all i € [m], we have h(z;) = y;, where

(z) := argmin|[f(z) — pr(Sc)l|- (2)
ce[C]

>
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To measure the degree of NCC separability of a feature map f, we use the train and test classification error

A~ ~

rates of the NCC classifier on top of the given layer, errs(h) and errp(h).

Essentially, NC4 asserts that during training, the feature embeddings in the penultimate layer become
separable and the classifier h itself converges to the ‘nearest class-center classifier’ h.

3.2 Effective Depths and Generalization

In this section we study the effective depths of neural networks and their connection with generalization.
To formally define this notion, we focus on neural networks whose L top-most layers are of the same size.
We observe that neural networks trained for standard classification exhibit an implicit bias towards depth
minimization.

Observation 1 (Minimal depth hypothesis). Suppose we have a dataset S. There exists an integer Lo > 1,
such that, if we train a neural network of any depth L > Lq for cross-entropy minimization on S using SGD
with weight decay, the learned features f' become (approzimately) NCC separable for alll € {Lo,...,L}.

We note that if the Lg’th layer of fr exhibits NCC separability, we could correctly classify the samples
already in the Lg’th layer of fr using a linear classifier (i.e., the nearest class-center classifier). Therefore,
intuitively its depth is effectively upper bounded by Lg. The notion of effective depth of a neural network is
formally defined as follows.

Definition 1 (e-effective depth). Suppose we have a dataset S and a neural network h = eog’o---og' with
gt : R" — RP2 gi : RPi — RPi+1 gnd linear classifier e : RPL+1 — R, Let h;(x) := arg min,cicq || fi(z) —

wr, (S| The e-effective depth d§(h) of the network h is the minimal value i € [L], such that, errg(h;) < e
(and d5(h) = L if such i € [L] is non-ezistent).

To avoid confusion, we note that the e-effective depth is a property of a neural network and not of the
function it implements. That is, a function can be implemented by two different architectures of different
effective depths. While our empirical observations in Sec. [f]suggest that the optimizer learns neural networks
of low-depths, it is not necessarily the lowest depth that allows NCC separability. As a next step, we define
the e-minimal NCC depth. Intuitively, the NCC depth of a given architecture is the minimal value L € N,
for which there exists a neural network of depth L whose features are NCC separable. As we will show, the
relationship between the e-effective depth of a neural network and the e-minimal NCC depth is connected
with generalization.

Definition 2 (e-Minimal NCC depth). Suppose we have a dataset S = US_,S. and a neural network
architecture fl' = gt o...o0g! with g : R* - R™ and g' € G C {g' | ¢ : R™ — R} foralli=2,...,L.
The e-minimal NCC depth of G is the minimal depth L for which there exist parameters W = {W,;}£_,, such
that, ' := fi, = gy, oo gy, satisfies errg(h) < €, where h(z) := arg mingeicq | f/(@) — pp(Se)ll. We
denote the e-minimal NCC' depth by 45, (G, S).

To study the performance of a given model, we consider the following setup. Let S; = {(z},y})}™, and
Sy = {(22,y?)} be two balanced datasets. We think of them as two splits of the training dataset S. We
assume that the classifier hgl is trained on S; and we use S to evaluate its performance. We denote by
X; = {zl}m, and Y; = {y}7, the instances and labels in S;.

To formally state our bound, we make two technical assumptions. The first is that the misclassified labels

that 7% produces over the samples X, = U, {2} are distributed uniformly.

Definition 3 (J,,-uniform mistakes). We say that the mistakes of a learning algorithm A : (Si,v) = h{,
are Op,-uniform, if with probability > 1 — 0, over the selection of S1,S2 ~ Pg(m), the values and indices of
the mistaken labels of hgl over Xo are uniformly distributed (as a function of 7).

The above definition provides two conditions regarding the learning algorithm. It assumes that with a
high probability (over the selection of Si,.55), hgl makes the same number of mistakes on Sy across all
initializations «. In addition, it assumes that the mistakes are distributed uniformly across the samples in
Sy and their (incorrect) values are also distributed uniformly. While these assumptions may be violated in
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practice, the train error typically has a small variance and the mistakes are almost distributed uniformly
when the classes are non-hierarchical (e.g., CIFAR10, MNIST).

For the second assumption, we consider the following term. Let p € (0,1/2),« € (0,1), we denote
02 pa = Py sygats |02 (140) D dia(G, 51U 52) > By [d60,(G, 51U 5)]) (3)

where Y5 = {7}, and Y, = {yl ", are uniformly selected to be sets of labels that disagree with Y2 on
pm and gm values (resp.) and Sy and Sy are datasets obtained by replacing the labels of S, with Y5 and Vs
(resp.). We assume that 672, , , is small. Meaning, with a high probability, the minimal depth to fit (2 —p)m
correct labels and pm random labels is upper bounded by the expected minimal depth to fit (2 — ¢)m correct
labels and gm random labels for any ¢ > (1 + a)p. To understand this assumption, we note that in both
cases, the model has to fit at least m correct labels and pm (or gm) random labels. However, we typically
need to increase the capacity of the model in order to fit extended amounts of random labels (see Figs. [3)).

Following the setting above, we are prepared to formulate our generalization bound.

Proposition 1. Let m € N, p € (0,1/2), a € (0,1) and € € (0,1). Assume that the error of the learning
algorithm is 6}, -uniform. Assume that Sy, Sy ~ Pg(m). Let th be the output of the learning algorithm given
access to a dataset S1 and initialization ~y. Then,

Es,Blerrp(h)] < Py g, v, [Eod5, (h2)] > d5ialG.51 U 52)]

4
+ (1 +a)p+ 6, + 62, )

m,p,a
where Yy = {7}, is uniformly selected to be a set of labels that disagrees with Y2 on pm values.

The above proposition provides an upper bound on the expected test error of the classifier hgl which is
the term that we would like to bound. The proposition assumes that the mistakes hgl generates on X, are
distributed uniformly (with probability > 1 — 4} ). To account the likelihood that this assumption fails, our
bound includes the term §},, which is assumed to be small.

Informally, the bound suggests the following idea to evaluate the performance of hgl. We start with an
initial guess p,, = p € (0,1/2) of the test error of hgl. Using this guess, we compare its e-effective depth
with the e-minimal NCC depth ¢<; (G, S; U S) required to NCC separate the samples in S; U Sy, where
Sy is the result of randomly relabeling p,,m of So’s labels. Intuitively, if the mistakes of hgl are uniformly
distributed and its e-effective depth is smaller than ¢<,;, (G, S; U Sy), then, we expect h%, to make at most
pm mistakes on Ss. Therefore, in a sense, the choice of p,, serves as a ‘guess’ whether the effective depth
of a model trained with S is likely to be smaller than the e-minimal NCC depth required to NCC separate
the samples in S; U Ss.

Next, we interpret each term separately. The term E, [¢5 (b )] depends on the complexity of the classifica-
tion problem and the implicit bias of SGD to favor networks of small e-effective depths. In the worst case, if
SGD does not minimize the e-effective depth or the labels in S; are random (and m is sufficiently large), we
expect B, [¢5 (hg )] = L. On the other hand, 5, (G, S1 US,) measures the complexity of a task that involves
fitting a dataset of size 2m samples, where (2 Pm)m > m of the labels are correct and p,,m are random
labels. By decreasing p,,, we expect ¢<; (G, S1 U Ss) to decrease, making the first term in the bound larger.
In addition, if h = eo f¥ is a neural network of a fixed width, it is impossible to fit an increasing amount of

random labels without increasing the depth. Therefore, when p,,mm —> o0, the dataset S; U Sy becomes
m— 00

increasingly harder to fit, and we expect d5; (G, S; U Ss) to tend to infinity. If E 415, (hg, )] is bounded as
a function of L and m and if p,,m — oo, we obtain that P[E, [d5, (hg, )] > 5, (G, 51 U Sy)] — 0 and
m—r oo m—r 00

min

together with p,, — 0, we have Eg, [errp(hg,)] < 65, + 62, , o + 0m(1).

m—r o0

As a side note, computing the expectation over S1,.S in the bound is impossible, due to the limited access
of the training data. However, instead, we empirically estimate this term using a set of k pairs (S%,.5%) of
m samples, yielding an additional term that scales as O(1/v/k) to the bound (see Prop. [2|in the appendix).
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3.3 Comparing Prop. [1] with Standard Generalization Bounds

Classic bounds (e.g., (Vapnik, [1998)) are based on bounding the test error with the sum between the train
error together with a term O(,/C(H)/m), where C(H) measures the complexity (e.g., VC dimension) of the
class H (e.g., neural networks) and m is the number of training samples. However, as discussed in Sec.
these bounds are vacuous in overparameterized learning regimes (e.g., training ResNet-50 on CIFARI0
classification). For instance, for VC-dimension based bounds (Vapnik) 1998), C(H) equals the VC-dimension
of the class H which scales with the number of trainable parameters for ReLU networks (Bartlett et al.,
2019). For example, even though the ResNet-50 architecture generalizes well when trained on CIFARI10, it
has over 23 million parameters compared to the m = 50000 training samples in the dataset.

More recently, |[Neyshabur et al.| (2015); Bartlett et al.| (2017)); |Golowich et al.| (2017)); Neyshabur et al.| (2018])
suggested generalization bounds for neural networks that weakly depend on uniform convergence. In these
bounds, the class-complexity C(H) is replaced with the individual complexity C(hy ) of the function we learn.
For example, |Golowich et al.| (2017)) proposed bounds that scale with C(hy ) = p?L, where L is the depth of
hw and p measures the product of the norms of its weight matrices. However, |[Nagarajan & Kolter| (2019))
showed that in certain cases unregularized least squares can generalize well even when its norm p scales as
©(y/m) and the bound becomes O,,(1). Furthermore, these bounds tend to be very large in practice (see
Tab. 8 in (Neyshabur et al., 2019)) and Tab. 1)) and are negatively correlated with the test performance (Jiang
et all [2020). In addition, if the network’s weight matrices’ norms are larger than 1, quantities like p grow
exponentially when L is varied. As shown in Tab. [I] this is empirically the case.

Our Prop. [I] offers a different way to measure generalization. Since this bound is not based on uniform
convergence, it does not require that the network’s complexity would be small in comparison to m; rather,
the bound guarantees generalization if the network’s effective size is smaller than that of a network that
fits partially random labels. For instance, when the optimizer has a strong bias towards minimizing the
effective depth, E, [¢5 (h§ )] =~ ¢5,n(G, S1) which is by definition upper bounded by ¢;,(G, S1 U Sy). We
note that d< . (G, Sy USs) grows to infinity as m — oo (since the network needs to memorize m — oo random
labels). On the other hand, d¢;, (G, S1) is bounded by the depth of a network that approximates the target
function y up to an approximation error e (which typically exists due to universal approximation arguments).
Therefore, for sufficiently large m, we expect to have d<,;,(G,S1 U S2) > d,:.(G,S1). As we empirically see
in Sec. [d] the effective depths of SGD-trained networks are usually small.

Unlike previous bounds, our bound has the advantage of being fairly independent of L. Namely, when the

minimal depth hypothesis (Obs. [1) holds, we expect E,[dg, (hg, )] to be unaffected by the depth L of h
(as long as L > Lyg). Since d5,;,(G,S1 U Ss) is by definition independent of L, we expect P[E, [dg, (h,)] >

min

95, (G, 81 U S5)] to be independent of L (when L > Lg). In Tab. [1] we empirically validate that our bound
does not grow when increasing L.

4 Experiments

In this section, we experimentally analyze the emergence of neural collapse in the intermediate layers of
neural networks. First, we validate the “Minimal Depth Hypothesis” (Obs. . Following that, we look at
how corrupted labels affect the extent of intermediate layer NCC separability and the e-effective depth. We
show that as the number of corrupted labels in the data increases, so does the e-effective depth. Finally, using
the bound in Prop. [I} we provide non-trivial estimates of the test error. In Tab. [I] we empirically compare
our bound with relevant baselines and show that, unlike other bounds, it achieves non-vacuous estimations
of the test error. Throughout the experiments, we used Tesla-k80 GPUs for several hundred runs. Each run
took between 5-20 hours. For additional experiments, see Appendix [A] The plots are high-definition pictures
and are best viewed when zoomed in.

4.1 Setup

Training process. We consider k-class classification problems (e.g., CIFAR10) and train multilayered
neural networks h = eo fl' = eoglo---0g' : R” — R on the corresponding training dataset S. The models
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Figure 1: Intermediate NCC separability of CONV-L-400 trained on CIFAR10. We plot the NCC
train accuracy rates of neural networks with varying numbers of layers. Each curve stands for a different
layer within the network.
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Figure 2: Averaged e-effective depths over the last few epochs. We plot the e-effective depth (y-axis)
as a function of € (x-axis). Each line specifies the e-effective depth of a neural network of a certain depth L.
We show the averaged e-effective depth over the last k = 1,20 epochs across 5 initializations. The network’s
architecture, dataset and k are specified below each plot.

are trained with SGD for cross-entropy loss minimization between its logits and the one-hot encodings of the
labels. We consistently use batch size 128, learning rate schedule with an initial learning rate 0.1, decayed
three times by a factor of 0.1 at epochs 60, 120, and 160, momentum 0.9 and weight decay 5e—4. Each
model is trained for 500 epochs.
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Figure 3: Intermediate NCC separability of CONV-10-400 trained on CIFAR10 with partially
corrupted labels. We plot the NCC train/test accuracy rates of the various layers of a network trained
with a certain amount of corrupted labels (see titles).

Datasct MNIST Fashion MNIST CIFARIO CIFARIO
Architecture CONV-10-50 CONV-10-100 CONV-16-100 CONVRES-10-50
Es, olerrp(h},)] 0.0075 0.0996 0.2676 0.29
p 0.05 0.075 0.1 | 0.05 0.15 02| 04 0.45 05 0.1 04 05
Bound 1.05 0475 0.1 | 1.05 0.75 0.2 | 0.66 0.72 07 0.4 0.4 0.5

Table 2: Estimating the bound in Prop. |I} We used e = 0.005 to measure the effective depths.

Architectures. We focused on three types of architectures: (a) MLP-L-H with L fully-connected layers of
width H, (b) CONV-L-H with L 3 x 3 convolutional layers with padding 1, stride 1 and H output channels
and (c) a residual convolutional network CONVRES-L-H with L residual blocks with two 3 x 3 convolutional
layers. In each network the layers are interlaced with batch normalization layers and ReLU activations. For
more details see Appendix [A7]]

Datasets. We consider various datasets: MNIST, Fashion MNIST, and CIFAR10. For CIFAR10 we used
random cropping, random horizontal flips, and random rotations (by 15k degrees for & uniformly sampled
from [24]). All datasets were standardized.

4.2 Results

Intermediate neural collapse. To investigate the bias towards depth minimization, we trained several
CONV-L-400 networks with varying depths on CIFAR10. Each plot in Fig. [I] illustrates the train NCC
classification accuracy rates for every intermediate layer of a network of a specific depth. We made several
interesting observations: (i) Networks with eight or more hidden layers display NCC train accuracy rates of
about 100% in the eighth and higher layers, indicating that they are effectively of depth 7. (ii) The top layer
embeddings become NCC separable at approximately the same epoch. (iii) The degree of NCC separability
of intermediate layer ¢ converges as a function of L. In other words, the degree of NCC separability for each
layer is more or less the same across all neural networks with a depth of at least 8, regardless of whether the
layer is at the beginning or the end of the network.

For additional experiments and repeat results with various architectures and datasets, refer to Figs. [4H13]in
Appendix[A] In these experiments, we also report NCC train and test accuracy rates, along with additional
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measures of neural collapse when varying the depth. For instance, in Figs. 4 and [5] we present the outcomes
with CONVRES-L-500.

The effect of the depth on the c-effective depth. In Obs. [l| we claimed that the e-effective depth
is insensitive to the actual depth of the network (once it exceeds a certain threshold). To validate this
hypothesis we conducted the following experiments. We trained models on MNIST, Fashion MNIST and
CIFAR10 with varying depth L. In Fig. [2] we plotted the averaged e-effective depths of each network’s last
k = 1,20 epochs as a function of e. We also average the results across 5 different weight initializations and
plot them along with error bar standard deviations. As can be seen, the e-effective depth is almost unaffected
by the choice of L for a given e. Remarkably, for each €, the averaged effective depth varies very little across
the various networks. Differently said, the e-effective depths of two trained deep networks of different depths
are more or less the same, validating our Minimal Depth Hypothesis.

NCC separability with partially corrupted labels. Simply put, Prop.[[] compares the depths required
to fit correct labels and partially corrupt labels. To better understand the effect of corrupted labels on the
complexity of the task, we compare the e-effective depths of models trained with varying amounts of corrupted
labels. Namely, we study the degree of NCC separability in the intermediate layers of neural networks that
are trained with varying amounts of corrupted labels.

For this experiment, we trained instances of CONV-10-400 for CIFARI10 classification with 0%, 10% and
75% corrupted labels (e.g., uniformly distributed random labels). We plot the degrees of NCC separation on

the train and test sets, 1 — errg(h;) and 1 — errp(h;), across the intermediate layers of the neural networks
during the optimization procedure.

As can be seen in Fig. 3] when increasing the number of random labels, the degree of NCC separability
across the intermediate layers tends to decrease. For example, when training with > 25% corrupted labels,
the sixth layer’s NCC accuracy rate drops lower than 98%, in comparison with training without corrupted
labels that gives us > 98% accuracy. In particular, the e-effective depth of the former network is 6 while the
latter’s is 5 when € = 0.02 (see Def. . This experiment is extended and repeated in a variety of settings in

Figs. [[4HI8]

Estimating the bound in equation We estimate the bound in equation {4] for multiple architectures
and datasets. In each case we used e = 0.005 by default and employed different ‘guesses’ p (see Tab.
depending on the complexity of the learning task. We report an estimation of the expected test error of
the models, Eg, [errp(hy )] and an estimation of the bound for each selection of p. For concrete technical
details, see Appendix [A]

As can be seen, for appropriate choices of p, we obtained non-trivial estimates of the test performance of the
models, which is uncommon for standard bounds for deep neural networks. As expected, if the value of p is
too optimistic (e.g., close to Eg, ,[errp (R )]), then, the first term in the bound tends to be large compared
to Eg, H[errp(hg,)]. As predicted, when p is increased, the first term in the bound tends to decrease.

Comparing our bound with standard generalization bounds. We expect the bound in equation
to be insensitive to depth because the e-effective depth of deep neural networks is insensitive to depth, as
shown in Fig. 2l We estimated the bound for various models and datasets, including CONV-L-50 trained
on MNIST and CONV-L-100 trained on Fashion MNIST and CIFAR10, and CONVRES-L-50 trained on
CIFAR10 with different values of L. The results, shown in Tab. [I] indicate that our bound gives similar
values for each value of L. We also compared our bound to several norm-based generalization bounds for
deep networks that can be found in (Bartlett & Mendelson) 2003} |[Neyshabur et al., |2015; Bartlett et al.
2017; [Neyshabur et al.,|2019)) (we used the implementation of Neyshabur et al.| (2019) to compute them). We
found that our bound outperforms traditional bounds, as it is empirically non-vacuous and fairly independent
of depth, while traditional bounds are extremely vacuous and rapidly increase with depth. These results
support our prediction of the superiority of our bound over traditional boundsﬂ

1The norm-based generalization bounds could not be calculated for the CONVRES-L-50 architecture, as these bounds are
not applicable for neural networks incorporating residual connections.
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5 Conclusions

Understanding the ability of SGD to generalize well when training overparameterized neural network is
attributed as one of the major open problems in deep learning theory (Zhang et al.,|2017)). In this paper we
offer a new angle to study the role of depth in deep learning and the connection between neural collapse and
generalization.

Our approach involves introducing the concept of effective depth, which identifies the lowest layer that
exhibits NCC separability. We propose a novel generalization bound that estimates the likelihood that the
effective depth of a trained neural network is strictly smaller than the minimal depth required to achieve NCC
separability with partially corrupted labels. As demonstrated empirically, this criterion is a useful predictor
of generalization. Furthermore, we characterize and empirically demonstrate that when sufficiently deep
networks are trained, they converge to the same effective depth, implying that our bound is fairly constant
when the depth is varied.

10
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A Additional Experiments and Details

A.1 Architectures

In this section, we describe the architectures used in our experiments.

The first architecture is a convolutional network, denoted CONV-L-H, which consists of a stack of two
2 x 2 convolutional layers with stride 2, batch normalization, and ReLLU activation. This is followed by L
stacks of blocks ¢*(x) = o(B;(Ci(x))), where C; is a 3 x 3 convolutional layer with H channels, stride 1, and
padding 1, B; is a batch normalization layer, and o is the ReLU activation. The final layer is linear. The
ith intermediate layer refers to the output of the ith block of ¢°.

The second architecture is an MLP, denoted MLP-L-H, which consists of L hidden layers, where each layer
9" (z) = o(B;(T;(x))) contains a linear layer T; with output width H, followed by a batch normalization layer
B; and a ReLU activation function o. The final layer is linear.

The third architecture is a convolutional residual network, denoted CONVRES-L-H. It consists of a stack of
two 2 x 2 convolutional layers with stride 2, batch normalization, and ReLU activation, followed by L residual
blocks. Each block computes g'(z) = o(z + BZ(C?(o (B} (C}(x)))))), where CY is a 3 x 3 convolutional layer
with H channels, stride 1, and padding 1, Bf is a batch normalization layer, and ¢ is the ReLLU activation.
The final layer is linear.

A.2 Estimating the Generalization Bound

In this section we describe how we empirically estimate the bound in Prop.

Estimating the bound. We would like to estimate the first term in the bound,
]P)Sl,SQ,YQ [E’Y["agl (hgl )] > ‘ﬂfmn(g7 Sl U S’Q)] . (5)

According to Prop. [2]in order to estimate this term we need to generate i.i.d. triplets (S%, S4,Yy). Since we
have limited access to training data, we use a variation of cross-validation and generate k1 = 5 i.i.d. disjoint
splits (S%,S%) of the training data S. For each one of these pairs, we generate k2 = 3 corrupted labelings
V7. We denote by S% the set obtained by replacing the labels of Si with Y37 and S& := §¢ U 5%

As a first step, we would like to estimate E. [¢5; (h"’ )] for each i € [k;]. For this purpose, we randomly select

T, = 5 different initializations v1, . .., yr, and for each one, we train the model h”i using the training protocol

described in Sec. 4.1. Once trained, we compute &Sl(hgi) for each t € [T7] (see Def. 1) and approximate
€ i — T € t
IEA/[A’S% (hgi)] using d; := T% >k JSL(hg{).

As a next step, we would like to evaluate I[d; > &;m(g,ggj)]. We notice that d; > df

fin(G, 51 U S3) if
and only if there is a d;-layered neural network f = g% o --- o g' for which errgis (h) < €, where fl(a:) =
argmin.c(o) [|f(z) — ps(Se)||l. In general, computing this Boolean value is computationally hard. Therefore,
to estimate this Boolean value, we simply train a (d; + 1)-layered network h = e o f and check whether
its penultimate layer is e-NCC separable, i.e., errgéj(ﬁ) < ¢, where h(z) := argmin g oy || f () — py(Se)ll-
If SGD implicitly optimizes neural networks to maximize NCC separability as observed in (Papyan et al.|
2020) (and also in this paper), we should expect to obtain e-NCC separability in the penultimate layer if that
is possible with a d;-layered network. Since training might be non-optimal, to obtain a robust estimation,
we train 75 = 5 models h; = ¢; o f; of depth d; + 1 and pick the one with the best NCC separability in its
penultimate layer. Namely, we replace 45, (G, S5) with min,e(r) Jgéj (ht) and estimate I[d; > d5,;.(G, SY)]

min

using I[d; > minye g, &Séj (hy)].

Our final estimation is the following

kl Z ko 4 Z |:d > min JSU (ht) ~ PSI,SQ,YQ [E’Y[‘ggl (hgl )] 2 ‘Qrenm(gvsl U 52)} . (6)

te[To]
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In order to estimate the bound we assume that 6}, and 5,2%17’0( are negligible constants and that a = 1. The
estimation of the bound is given by the sum of the left hand side in equation [6] and p.

Estimating the mean test error. To estimate the mean test error, Eg, ,[errp(hy, )], as typically done
in machine learning, we replace the population distribution P with the test set Si.s; and we replace the
expectation over S; and v with averages across the k; = 5 random selections of {Si}f;l and T = 5 random

selections of {y;}.,. Namely, we compute the following 1711 Zf;l T% 2311 errs,,,, (hl:) =~ Es, ,[errp(hg )]
1

A.3 Neural Collapse

To obtain a comprehensive analysis of collapse across layers, we also estimate the degree of NC1.

To evaluate NC1, we follow the process suggested by |Galanti et al.[ (2022), which is a simplified version of
the original approach of Papyan et al. (2020). For a feature map f : RY — RP and two (class-conditional)
distributionﬁ Q1,Q2 over X C R?, we define their class-distance normalized variance (CDNV) to be

. Vary(Q1) + Vary(Q2)
Vi(Q1,Q2) = 2)pp(Q1) — pp(Q2) 1>

where 11, (Q) == E,g[u(z)] and by Var,(Q) := E,o[||u(z) — 1.(Q)||?] the mean and variance of u(x) for
x ~ Q. Essentially, this quantity measures to what extent the feature vectors of samples from @; and Q2
are separated and clustered in space.

To demonstrate the gradual evolution of collapse across the layers, for each sub-architecture f* = gio- - -og*(x)
we consider the train and test class features variations Avg, .. [Vyi(Se, Ser)] and Avg, .. [Vyi(Pe, Per)]. The
population distribution of each class, P,, is replaced with the test samples of that class.

As shown by |Galanti et al.| (2022)), this definition is essentially the same as that of Papyan et al.| (2020)).
Furthermore, they showed that the NCC classification error rate can be upper bounded in terms of the
CDNYV. However, the NCC error can be zero in cases where the CDNYV is larger than zero. For example, if
the two classes are uniformly distributed over the 1-radius circles around the points (—1,0) and (1,0) in R?,
then they are perfectly NCC separable while the CDNV between the two distributions is 0.25.

Auxiliary experiments on the effective depth. In Figs. we plot the NCC and the CDNV rates
of neural networks with varying numbers of layers evaluated on the train and test data. Each curve stands
for a different layer within the network. As can be seen, in all cases, for networks deeper than a threshold
we obtain (near-perfect) NCC separability in all of the top layers. Furthermore, the degree of class-features
variability collapse increases with the network’s depth as depicted by decreasing CDNVs.

Auxiliary experiments with noisy labels. In Figs. [14{{18| we repeat the experiment in Fig. [3| and plot
the results of the same experiment, with different networks and datasets (see captions). As can be seen, the
effective NCC depth of a neural network tends to increase as we train with increasing amounts of corrupted
labels.

2The definition can be extended to finite sets S1,S2 C X by defining V(S1, S2) = V¢ (U[S1], U[S2]).
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Figure 4: Intermediate NCC separability of CONVRES-L-500 trained on CIFAR10. We plot the
NCC train and test accuracy rates of neural networks with varying numbers of layers. Each curve stands for
a different layer within the network.
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Figure 5: Intermediate class-features variability collapse separability of CONVRES-L-500
trained on CIFAR10. We plot the CDNV on the training and test data of neural networks with varying

numbers of layers. Each curve stands for a different layer within the network.
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Figure 6: Intermediate NCC separability of CONV-L-400 trained on CIFAR10. We plot the NCC
train and test accuracy rates of neural networks with varying numbers of layers. Each curve stands for a
different layer within the network.
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Figure 7: Intermediate class-features variability collapse separability of CONV-L-400 trained
on CIFAR10. We plot the CDNV on the training and test data of neural networks with varying numbers
of layers. Each curve stands for a different layer within the network.
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Figure 8: Intermediate neural collapse of MLP-L-300 trained on CIFAR10. We plot the NCC train
and test accuracy rates of neural networks with varying numbers of layers. Each curve stands for a different
layer within the network.
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Figure 9: Intermediate class-features variability collapse separability of MLP-L-300 trained on
CIFAR10. We plot the CDNV on the training and test data of neural networks with varying numbers of
layers. Each curve stands for a different layer within the network.
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Figure 10: Intermediate neural collapse of CONV-L-50 trained on MINIST. We plot the NCC train
and test accuracy rates of neural networks with varying numbers of layers. Each curve stands for a different

layer within the network.
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Figure 11: Intermediate class-features variability collapse separability of CONV-L-50 trained
on MNIST. We plot the CDNV on the training and test data of neural networks with varying numbers of
layers. Each curve stands for a different layer within the network.
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Figure 12:
NCC train

Intermediate neural collapse of MLP-1-100 trained on Fashion MNIST. We plot the
and test accuracy rates of neural networks with varying numbers of layers. Each curve stands for

a different layer within the network.
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Figure 13: Intermediate class-features variability collapse separability of MLP-L-100 trained
on Fashion MNIST. We plot the CDNV on the training and test data of neural networks with varying
numbers of layers. Each curve stands for a different layer within the network.
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Figure 14: Intermediate neural collapse
corrupted labels. In the first (third) row,

of CONV-10-400 trained on CIFAR10 with partially

we plot the CDNV on the train (test) data for intermediate

layers of networks trained with varying amounts of corrupted labels (see legend). In the second (fourth)
row, we plot the NCC accuracy rates of the various layers of a network trained with a certain amount of

corrupted labels (see titles).
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Figure 15: Intermediate neural collapse of CONVRES-10-500 trained on CIFAR10 with noisy
labels. See Fig[3|in the main text for details.

27



Under review as submission to TMLR

-
I .
g
£ = »
s s s
K H L
>8 8 8
Z 2 22
Q 5 5
8 -
2 2 0 100 200 300 400 500
Epoch
layer 10
o 1 , , . )
o
8 o o o o o
a
5 Zoe Zos Zos Zos Zos
£2 g g g g
© g Boof Zos Zos Zos
b g g g g
O o 02 r 02 02 02
z
Epoch Epoch Epoch Epoch
0% noise 10% noise 50% noise 75% noise
+ x
2 2 2* 2*
'z — —| z H H
2! 2! 2! 2!
8 8 8 == 8
Q 22 22 22 22
U > 2 2 2 2
2 0 100 200 300 400 500 2 o 100 200 300 400 500 > 0 100 200 300 400 500 2 0 100 200 300 400 500 > 0 100 200 300 400 500
Epoch Epoch Epoch Epoch Epoch
layer 3 layer 4 layer 6 layer 8 layer 10
%)
o
a o8 08 08 08 08
c
8o 5 5 5 5
% goe goe = goe goe goe
ge g 2 LA S g g
g - g , x g e g g
& os oo o o o
? =
S i o § 0 02 0 F_. e———
TR T T TR T T T T T TR TR T R T T
Epoch poch poch Epoch Epoch

0% noise 10% noise 25% noise 50% noise 75% noise

Figure 16: Intermediate neural collapse of MLP-10-500 trained on CIFAR10 with noisy labels.
See Fig[3]in the main text for details.
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Figure 17: Intermediate neural collapse of CONV-10-100 trained on Fashion MNIST with noisy
labels. See Fig. [J]in the main text for details.
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Figure 18: Intermediate neural collapse of CONV-10-50 trained on MNIST with partially cor-
rupted labels. See Fig. [L4] for details.
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B Proofs

Proposition 1. Let m € N, p € (0,1/2), a € (0,1) and € € (0,1). Assume that the error of the learning
algorithm is 6}, -uniform. Assume that Sy, So ~ Pg(m). Let h:Y% be the output of the learning algorithm given
access to a dataset S1 and initialization ~y. Then,

Es,E,ferrp(hl,)] < Ps, g, 7, [Bold5,(h)] > 05(G. 51 U S2)]
1 52 (4)
+ (1 +a)p+ 8y, + 65 pa

where Yy = {7}, is uniformly selected to be a set of labels that disagrees with Y2 on pm values.

Proof. Let S1 = {(zj,y;)}i%; and S2 = {(z 2 y2)}™, be two balanced datasets. Let € > 0, p > 0 and
¢ = (1+a)p Let Y, and Y> be a uniformly selected set of labels that disagree with Ys on pm and gm
randomly selected labels (resp.). We denote by S, and S, the relabeling of S3 with the labels in Y3 and in
Yy (resp.). We define four different events,

Ar = {(81,82,Y2) [T g > (1+0a) p: d5u(G, 51 USs) > Ey [45:n(G, 51U S2)]}

Ay = {(S1,52) | the mistakes of h are not uniform over Sy}

Az = {(S1,52,Y2) | (S1,52,Ya) ¢ A1 U Ay and E,[d5, (h))] < d5in(G, 51U Sa)} (7)
Ay = {(S1,82,Y2) | (S1,52,Y2) & A1 U Ay and B, [d5, (h})] > d5(G, 51U S2)}

By = {(51,5,Ya) | E,[d5, (hL)] = d5in(G, 51U 8:)}

By the law of total expectation
Es,Ey[errp(Rg,)] = Esl s. B [errs, (hg))]

= ZP’ ‘Es, 5,7, [Erferrs, (h,)] | Al (8)

< P[Al] +P[A2] + Eg, g, v,[Eylerrs, (hg )] | As] + P[Bi],
where the last inequality follows from errs, (h3 ) < 1, P[A3] < 1and A4 C By.

We would like to upper bound each one of the above terms. First, we notice that since the mistakes of the
network are 6} -uniform, P[A,] < §1. In addition, by definition IP’[A ] <62

m,p,o”

As a next step, we upper bound Eg g, v, [E,[errs, (73 )] | As]. Assume that (S1,85,Ys) € As. Hence,
(51,52, }72) ¢ A; U As. Then, the mistakes of hgl over Sy are uniformly distributed (with respect to the
selection of 7). Assume by contradiction that errs,(hg ) > (1 + @) p with non-zero probability over the
selection of 7. Then, since the mistakes of Y over Sy are uniformly distributed, errs,(h§ ) > (14 a) p for
all initializations . Therefore, we have

E [mln(g SlUSQ)] < ]E’ng'l(h‘g’l)] < &fnln(gvslu‘gQ)?

where the first inequality follows from the definition of d¢;, (G, S1 USQ) and the second one by the assumption
that (Sl,SQ,YQ) € As. However, this inequality contradicts the fact that (S7,S52,Y2) ¢ A;. Therefore, we
conclude that in this case, E, [errs, (hg )] < (1+ ) p and Eg, g, 3, [E,[errs, (hg)] | A3] < (1+a) p. O

Proposition 2. Let m € N, p € (0,1/2), a € (0,1) and € € (0,1). Assume that the error of the learning
algorithm is 8}, -uniform. Let Sy, Sy, S, S5 ~ Pg(m) (fori € [k]). Let Yy = {§:}7, be a set of labels that
disagrees with Y3 on uniformly selected pm labels and 52 1s a relabeling of So with the labels in Y2 Let h, s, be
the output of the learning algorithm given access to a dataset Sy and initialization ~v. Then, with probability
at least 1 — & over the selection of {(Si,S%, Y)}YE_,, we have

IE:S1IE [errp = ZH[ h’y } > (ﬂfmn(g,SiUgé)}

log(2/6)

1 1 2
+(1+a)p+d, +0m,0+ ok
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Proof. By Prop. [l we have

Es,Eylerrp(h})] < P, g, 5, [B4ld5, (h)] > d5in(G, 51U 5)]
+ (1 + @) P+ 00y + 02, pa

We define i.i.d. random variables
Vi = 1[B,[d (03] = 25iu(G. ST USH].
Therefore, we can rewrite,

Ps, 5.7, [E4l05, (h3)] > 45 (G, 51U )] = E[VA]

|

By choosing € = 1/log(1/26)/2k, we obtain that with probability at least 1 — §, we have

By Hoeffding’s inequality,

k
) Vi - EW]
i=1

> E] < 2exp(—2ke?).

EWv] <

k
> Vi + \/log(1/20) /2k.

el

When combined with Prop. [T} we obtain the desired bound.
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